## Assignment #6

For this assignment you will be writing 3 programs which should be saved independently as their own “.py” file. The filename you should use for each program is outlined in the sections below. When you’re finished you should submit your programs to the Assignment #6 category inside of NYU Classes.

[Problem 1 |](https://emilydidthis.github.io/CSCI-UA.0002-Fall22/assignments/06.html#problem-1-simple-functions)[Problem 2 |](https://emilydidthis.github.io/CSCI-UA.0002-Fall22/assignments/06.html#problem-2)[Problem 3](https://emilydidthis.github.io/CSCI-UA.0002-Fall22/assignments/06.html#problem-3)

### Problem 1: Simple Functions

For this part you will be completing a series of short programming challenges that use various function concepts. Each challenge should be saved as its own file.

### Part 1a

Copy the following program into a new file. Then replace the underlined line of code with the correct statement. Make sure to follow the directions provided!

# these are the basic arithmetic functions you will be using for this challenge

# function: add

# input: two integers/floats

# processing: adds the two supplied values

# output: returns the sum (integer/float)

def add(a,b):

return a+b

# function: sub

# input: two integers/floats

# processing: subtracts the two supplied values

# output: returns the difference (integer/float)

def sub(a,b):

return a-b

# function: mult

# input: two integers/floats

# processing: multiplies the two supplied values

# output: returns the product (integer/float)

def mult(a,b):

return a\*b

# function: sqrt

# input: one integer/float

# processing: computes the square root of the supplied value

# output: returns the square root (float)

def sqrt(a):

return a\*\*0.5

# function: square

# input: one integer/float

# processing: raises the supplied integer/float to the 2nd power

# output: returns the square (integer/float)

def square(a):

return a\*\*2

# these are the two points you will be using

# point 1

x1 = 0

y1 = 0

# point 2

x2 = 100

y2 = 100

# compute the distance between the two points above using the distance formula.

# you may ONLY use the functions above to do this - no math operators are allowed!

# your calculation must also be done on a single line.

distance = \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

print (distance) # answer should be 141.4213562373095

Recall that this is the [distance formula](https://andymath.com/wp-content/uploads/2019/08/distance-formula.jpg).

### Part 1b

Write two functions called ‘maximum’ and ‘minimum’ - these function should accept two arguments and return the larger/smaller of the two supplied values. For the purpose of this program you can always assume that the arguments being supplied are numeric. Describe your function using IPO notation. Your program should work perfectly with the following code:

a = 5

b = 10

c = 15

d = 20

ans1 = maximum(a,b)

ans2 = maximum(a,c)

ans3 = maximum(a,d)

print (ans1,ans2,ans3) # 10 15 20

ans4 = minimum(d,c)

ans5 = minimum(d,b)

ans6 = minimum(d,a)

print (ans4,ans5,ans6) # 15 10 5

ans7 = maximum( maximum(a,b), maximum(c,d) )

print ("The biggest is:", ans7)

### Part 1c

Write a function called ‘valid\_date’ which accepts two arguments - a month and a day (both integers, will always be integers). Test to see if the date being described is valid or not. If the date is valid your function should return a True value, and if it is not it should return a False value. For the purpose of this program you can assume February has 28 days. Describe your function using IPO notation. Your program should work perfectly with the following code:

print (valid\_date(99,1)) # False

print (valid\_date(1,99)) # False

print (valid\_date(99,99)) # False

print (valid\_date(-99,1)) # False

print (valid\_date(1,-99)) # False

print (valid\_date(-99,-99)) # False

print (valid\_date(9,25)) #True

print (valid\_date(10,15)) # True

print (valid\_date(11,31)) # False

print (valid\_date(2,28)) # True

print (valid\_date(2,29)) # False

### Part 1d

# write a function called 'simple\_sort\_version1' that accepts two values. you can assume

# that your three values will always be the same data type (all ints, all floats or all strings).

# sort these two values in ascending order and return them in that order.

# you may use any function that you've written so far in this assignment if you'd like to (maximum, minimum, etc)

# your function should work perfectly with the following lines of code

a,b = simple\_sort\_version1(10,20)

print (a,b) # 10 20

a,b = simple\_sort\_version1(20,10)

print (a,b) # 10 20

a,b = simple\_sort\_version1(30,30)

print (a,b) # 30 30

### Part 1e

# next, write a new function called 'simple\_sort\_version2' that accepts three values. you can assume

# that your three values will always be the same data type (all ints, all floats or all strings).

# sort these values in ascending order and return them.

# you may use any function that you've written so far in this assignment if you'd like to (simple\_sort\_version1, maximum, minimum, etc)

# your function should work perfectly with the following lines of code

a,b,c = simple\_sort\_version2(10,20,30)

print (a,b,c) # 10 20 30

a,b,c = simple\_sort\_version2(10,30,20)

print (a,b,c) # 10 20 30

a,b,c = simple\_sort\_version2(30,20,10)

print (a,b,c) # 10 20 30

a,b,c = simple\_sort\_version2(30,20,20)

print (a,b,c) # 20 20 30

### Problem 2

For part 2 of this assignment you will be writing a series of programs that build on one another, so it’s important to progress through this part in order. You only need to submit the final version of your code (no need to submit the intermediate steps that you took in order to reach the final program). When you’re finished you should submit your program to the Assignment #6 category inside of NYU Classes.

### Part 2a: Number Analyzer

Write a series of five functions that determine if a given positive integer is EVEN, ODD, PRIME, PERFECT and ABUNDANT. Each of these functions should accept a single integer as an argument and return whether the integer meets the criteria for that classification. Here’s some IPO notation to get you started:

# function: is\_even

# input: a positive integer

# processing: determines if the supplied number is even

# output: boolean

# function: is\_odd

# input: a positive integer

# processing: determines if the supplied number is odd

# output: boolean

# function: is\_prime

# input: a positive integer

# processing: determines if the supplied number is prime. a prime number is

# a number that only has two factors - the number 1 and itself.

# for example, 17 is prime because it only has two factors (1 and 17).

# in order to determine this you might need to count the # of factors

# between 1 and the number you are testing. a note on efficiency: if you are

# testing a number (say, 15) and you find a factor (say, 3) - do you need to even continue

# to find additional factors?

# output: boolean

# function: is\_perfect

# input: a positive integer

# processing: determines if the supplied number is perfect. a perfect number

# is a number that is equal to the sum of its factors (i.e. the

# number 6 is perfect because 6 = 1 + 2 + 3)

# output: boolean

# function: is\_abundant

# input: a positive integer

# processing: determines if the supplied number is abundant. an abundant number

# is a number that is less than the sum of its factors (i.e. the

# number 12 is abundant because 12 < 1 + 2 + 3 + 4 + 6)

# output: boolean

Test your code before continuing!!! Make sure that your functions work as desired and then move onto the next step. Here’s some sample code that will help you identify whether your functions are working correctly:

a1 = is\_even(5)

a2 = is\_even(6)

print (a1, a2) # False True

b1 = is\_odd(5)

b2 = is\_odd(6)

print (b1, b2) # True False

c1 = is\_prime(5)

c2 = is\_prime(17)

c3 = is\_prime(21)

print (c1,c2,c3) # True True False

d1 = is\_perfect(6)

d2 = is\_perfect(7)

d3 = is\_perfect(10)

print (d1,d2,d3) # True False False

e1 = is\_abundant(12)

e2 = is\_abundant(13)

e3 = is\_abundant(14)

print (e1,e2,e3) # True False False

Once you’re happy with your functions you should write a short program to prompt the user for a starting and ending number (both integers) - ensure that the first number is positive, and that the second number is greater than the first number. Then use your functions to analyze all numbers in this range to and generate output similar to the following:

Enter starting number: -5

Invalid, try again

Enter starting number: 5

Enter ending number: 0

Invalid, try again

Enter ending number: 30

5 is ... odd prime

6 is ... even perfect

7 is ... odd prime

8 is ... even

9 is ... odd

10 is ... even

11 is ... odd prime

12 is ... even abundant

13 is ... odd prime

14 is ... even

15 is ... odd

16 is ... even

17 is ... odd prime

18 is ... even abundant

19 is ... odd prime

20 is ... even abundant

21 is ... odd

22 is ... even

23 is ... odd prime

24 is ... even abundant

25 is ... odd

26 is ... even

27 is ... odd

28 is ... even perfect

29 is ... odd prime

30 is ... even abundant

### Part 2b: Number Analyzer

Next, write a program that prompts the allows the user to analyze numbers within a given range for numbers that fit the above criteria. The program should continue to execute as long as the user wishes to keep going. Your program should rely on the functions you wrote for part 2a - you shouldn’t have to re-write the routines that you worked out to compute whether a number is prime, abundant, perfect, odd or even. Here’s a sample running of the program:

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: apple

I don't understand that ...

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: 1

Enter starting number (positive only): -5

Invalid, try again

Enter starting number (positive only): 5

Enter ending number: 3

Invalid, try again

Enter ending number: 20

All prime numbers between 5 and 20

##############

5

7

11

13

17

19

##############

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: 2

Enter starting number (positive only): 1

Enter ending number: 1000

All perfect numbers between 1 and 1000

##############

6

28

496

##############

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: 3

Enter starting number (positive only): 1

Enter ending number: 100

All abundant numbers between 1 and 100

##############

12

18

20

24

30

36

40

42

48

54

56

60

66

70

72

78

80

84

88

90

96

100

##############

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: 4

Enter starting number (positive only): 1

Enter ending number: 100

Number Even Odd Prime Perfect Abundant

1 x

2 x x

3 x x

4 x

5 x x

6 x x

7 x x

8 x

9 x

10 x

11 x x

12 x x

13 x x

14 x

15 x

16 x

17 x x

18 x x

19 x x

20 x x

21 x

22 x

23 x x

24 x x

25 x

26 x

27 x

28 x x

29 x x

30 x x

31 x x

32 x

33 x

34 x

35 x

36 x x

37 x x

38 x

39 x

40 x x

41 x x

42 x x

43 x x

44 x

45 x

46 x

47 x x

48 x x

49 x

50 x

51 x

52 x

53 x x

54 x x

55 x

56 x x

57 x

58 x

59 x x

60 x x

61 x x

62 x

63 x

64 x

65 x

66 x x

67 x x

68 x

69 x

70 x x

71 x x

72 x x

73 x x

74 x

75 x

76 x

77 x

78 x x

79 x x

80 x x

81 x

82 x

83 x x

84 x x

85 x

86 x

87 x

88 x x

89 x x

90 x x

91 x

92 x

93 x

94 x

95 x

96 x x

97 x x

98 x

99 x

100 x x

Main Menu

1 - Find all prime numbers within a given range

2 - Find all perfect numbers within a given range

3 - Find all abundant numbers within a given range

4 - Chart all even, odd, prime, perfect and abundant numbers within a given range

5 - Quit

Your choice: 5

Goodbye!

Note that you might want to write some additional “helper” functions - for example, the options above all require the user to supply a range of numbers to analyze. You can probably write a function that does this so you don’t have to continually copy and paste the same code over and over again.

### Problem 3

For part 3 of this assignment you will be writing a series of programs that build on one another, so it’s important to progress through this part in order. You only need to submit the final version of your code (no need to submit the intermediate steps that you took in order to reach the final program) as well as the “module” that you create for Part 3a. When you’re finished you should submit your program to the Assignment #6 category inside of NYU Classes.

### Part 3a

For this step you are given three functions - go ahead and copy these functions into a new file called “digitalclock.py”:

# function: horizontal\_line

# input: a width value (integer) and a single character (string)

# processing: generates a single horizontal line of the desired size

# output: returns the generated pattern (string)

def horizontal\_line(width,char):

return width\*char + "\n"

# function: vertical\_line

# input: a shift value and a height value (both integers) and a single character (string)

# processing: generates a single vertical line of the desired height. the line is

# offset from the left side of the screen using the shift value

# output: returns the generated pattern (string)

def vertical\_line(shift,height,char):

pattern = ""

for i in range(height):

pattern += shift\*" " + char + "\n"

return pattern

# function: two\_vertical\_lines

# input: a width value and a height value (both integers) and a single character (string)

# processing: generates two vertical lines. the first line is along the left side of

# the screen. the second line is offset using the "width" value supplied

# output: returns the generated pattern (string)

def two\_vertical\_lines(width,height,char):

pattern = ""

for i in range(height):

pattern += char + " "\*(width-2) + char + "\n"

return pattern

Next, create a file called ‘LastName\_FirstName\_Assign6\_part3.py’ - make sure this file is in the same folder as your newly created ‘digitalclock.py’ file. Import your module and run the following code - you should be able to see a series of graphical patterns that match the output below:

import digitalclock

print ("Horizontal line, width = 5:")

temp = digitalclock.horizontal\_line(5, '\*')

print (temp)

print ()

print ("Horizontal line, width = 10:")

temp = digitalclock.horizontal\_line(10, '+')

print (temp)

print ()

print ("Horizontal line, width = 15:")

temp = digitalclock.horizontal\_line(15, 'z')

print (temp)

print ()

print ("Vertical Line, shift=0; height=3:")

temp = digitalclock.vertical\_line(0, 3, '!')

print (temp)

print ()

print ("Vertical Line, shift=3; height=3:")

temp = digitalclock.vertical\_line(3, 3, '&')

print (temp)

print ()

print ("Vertical Line, shift=6; height=5:")

temp = digitalclock.vertical\_line(6, 5, '$')

print (temp)

print ()

print ("Two Vertical Lines, width=3; height=3:")

temp = digitalclock.two\_vertical\_lines(3, 3, '^')

print (temp)

print ()

print ("Two Vertical Lines, width=4; height=5:")

temp = digitalclock.two\_vertical\_lines(4, 5, '@')

print (temp)

print ()

print ("Two Vertical Lines, width=5; height=2:")

temp = digitalclock.two\_vertical\_lines(5, 2, '#')

print (temp)

print ()

Expected Output:

Horizontal line, width = 5:

\*\*\*\*\*

Horizontal line, width = 10:

++++++++++

Horizontal line, width = 15:

zzzzzzzzzzzzzzz

Vertical Line, shift=0; height=3:

!

!

!

Vertical Line, shift=3; height=3:

&

&

&

Vertical Line, shift=6; height=5:

$

$

$

$

$

Two Vertical Lines, width=3; height=3:

^ ^

^ ^

^ ^

Two Vertical Lines, width=4; height=5:

@ @

@ @

@ @

@ @

@ @

Two Vertical Lines, width=5; height=2:

# #

# #

### Part 3b

As you can see, you have three “primitive” functions for generating simple shapes (horizontal lines, vertical lines and parallel vertical lines). Your next task is to write 10 new functions that generate the digits 0-9 using your three line functions. These functions should be stored in your ‘digitalclock.py’ module. The goal here is to render the digits as they would appear on a digital display:

![黑色的钟表

描述已自动生成](data:image/jpeg;base64,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)

Each function should accept a “width” argument to control how wide the number should be as well as a single character. You can assume numbers will always be printed with a height of 5. For example, here is the function for the number 1:

# function: number\_1

# input: a width value (integer) and a single character (string)

# processing: generates the number 1 as it would appear on a digital display

# using the supplied width value

# output: returns the generated pattern (string)

def number\_1(width, character):

pattern = vertical\_line(width-1, 5, character)

return pattern

And here’s a sample program that calls the function a few times (test this in your main program, not in your module):

print ("Number 1, width=5: ")

temp = digitalclock.number\_1(5, '\*')

print(temp)

print()

print ("Number 1, width=10: ")

temp = digitalclock.number\_1(10, '\*')

print(temp)

print()

print ("Number 1, width=2: ")

temp = digitalclock.number\_1(2, '\*')

print(temp)

print()

And here’s the expected output:

Number 1, width=5:

\*

\*

\*

\*

\*

Number 1, width=10:

\*

\*

\*

\*

\*

Number 1, width=2:

\*

\*

\*

\*

\*

Here’s a sample program that prints all of the numbers (0-9).

temp = digitalclock.number\_0(5, '\*')

print(temp)

print()

temp = digitalclock.number\_1(5, '\*')

print(temp)

print()

temp = digitalclock.number\_2(5, '\*')

print(temp)

print()

temp = digitalclock.number\_3(5, '\*')

print(temp)

print()

temp = digitalclock.number\_4(5, '\*')

print(temp)

print()

temp = digitalclock.number\_5(5, '\*')

print(temp)

print()

temp = digitalclock.number\_6(5, '\*')

print(temp)

print()

temp = digitalclock.number\_7(5, '\*')

print(temp)

print()

temp = digitalclock.number\_8(5, '\*')

print(temp)

print()

temp = digitalclock.number\_9(5, '\*')

print(temp)

print()

And here’s the expected output:

\*\*\*\*\*

\* \*

\* \*

\* \*

\*\*\*\*\*

\*

\*

\*

\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\* \*

\* \*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*\*\*\*\*

\*

\*\*\*\*\*

\* \*

\*\*\*\*\*

\*\*\*\*\*

\*

\*

\*

\*

\*\*\*\*\*

\* \*

\*\*\*\*\*

\* \*

\*\*\*\*\*

\*\*\*\*\*

\* \*

\*\*\*\*\*

\*

\*

### Part 3c

Write a function called ‘print\_number’ that prints out any desired number to the screen. This function should also be placed in your ‘digitalclock.py’ module. Here’s the IPO for this function:

# function: print\_number

# input: a number to print (integer), a width value (integer) and a single character (string)

# processing: prints the desired number to the screen using the supplied width value

# output: does not return anything

And here’s some sample code that you can use to test your function:

digitalclock.print\_number(0, 5, '\*')

digitalclock.print\_number(1, 6, '\*')

digitalclock.print\_number(2, 7, '\*')

digitalclock.print\_number(3, 8, '\*')

digitalclock.print\_number(4, 9, '\*')

digitalclock.print\_number(5, 10, '\*')

digitalclock.print\_number(6, 11, '\*')

digitalclock.print\_number(7, 12, '\*')

digitalclock.print\_number(8, 13, '\*')

digitalclock.print\_number(9, 14, '\*')

And here’s the expected output:

\*\*\*\*\*

\* \*

\* \*

\* \*

\*\*\*\*\*

\*

\*

\*

\*

\*

\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*\*

\* \*

\* \*

\*\*\*\*\*\*\*\*\*

\*

\*

\*\*\*\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*

\*

\*\*\*\*\*\*\*\*\*\*\*

\* \*

\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*

\*

\*

\*

\*

\*\*\*\*\*\*\*\*\*\*\*\*\*

\* \*

\*\*\*\*\*\*\*\*\*\*\*\*\*

\* \*

\*\*\*\*\*\*\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* \*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\*

\*

### Part 3d

Write two new functions that simulate the addition and subtraction operators. Each of these functions should accept a width value as an argument (integer) and a single character (string) – the function should then return the generated pattern. You can assume the operators will always be 5 units high. Again, these functions should be placed in your ‘digitalclock.py’ module. Here’s some sample code:

temp = digitalclock.plus(5, '\*')

print(temp)

print()

temp = digitalclock.minus(5, '\*')

print(temp)

Which will generate ...

\*

\*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

Note that your “plus” sign may look odd if it is rendered using an even size value - for example:

# rendered using a width of 6

\*

\*

\*\*\*\*\*\*

\*

\*

To fix this you should double up the vertical line in the center for even sizes, like this:

# rendered using a width of 6

\*\*

\*\*

\*\*\*\*\*\*

\*\*

\*\*

### Part 3e

Write a function called “check\_answer” which will determine if a given addition or subtraction problem was solved correctly. This function should be inside of your “digitalclock.py” module. Here’s the IPO notation for the function:

# function: check\_answer

# input: two numbers (number1 & number2, both integers); an answer (an integer)

# and an operator (+ or -, expressed as a String)

# processing: determines if the supplied expression is correct. for example, if the operator

# is "+", number1 = 1, number2 = 2 and answer = 3 then the expression is correct

# (1 + 2 = 3).

# output: returns True if the expression is correct, False if it is not correct

Here’s a sample program that you can use to test your function:

answer1 = digitalclock.check\_answer(1, 2, 3, "+")

print (answer1)

answer2 = digitalclock.check\_answer(1, 2, -1, "-")

print (answer2)

answer3 = digitalclock.check\_answer(9, 5, 3, "+")

print (answer3)

answer4 = digitalclock.check\_answer(8, 2, 4, "-")

print (answer4)

And here’s the expected output:

True

True

False

False

### Part 3f

Finally, put everything together and write a program that lets the user practice a series of random addition and subtraction problems. Begin by asking the user for a number of problems (only accept positive values) and a size for their numbers (only accept numbers between 5 and 10). Also prompt them for a single character to be used to generate their patterns - only accept single character strings (i.e. ‘a’ is OK, but ‘apple’ is not). The generate a series of random addition and subtraction problems - display the numbers to the user with your digital display functions. Then prompt the user for an answer and check the answer using your check\_answer function. Your program should also keep track of how many correct questions the user answered during their game. Here’s a sample running of the program:

How many problems would you like to attempt? -5

Invalid number, try again

How many problems would you like to attempt? 5

How wide do you want your digits to be? 5-10: 3

Invalid width, try again

How wide do you want your digits to be? 5-10: 5

What character would you like to use? foo

String too long, try again

What character would you like to use? \*

Here we go!

What is .....

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

\*

\*

\*

\*

\*

\*

\*

= 4

Correct!

What is .....

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*\*\*\*\*

\*\*\*\*\*

\*

\*

\*

\*

= -5

Correct!

What is .....

\*

\*

\*

\*

\*

\*\*\*\*\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

= 0

Sorry, that's not correct.

What is .....

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

\*

\*

\*

\*

\*

\*

\*

= 3

Correct!

What is .....

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

\*

\*\*\*\*\*

= 4

Correct!

You got 4 out of 5 correct!